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Runtime Verification (RV) [8,10] is an approach to modeling and verification of software systems, which focuses on analyzing program executions. An execution can abstractly be considered as represented by an execution trace, a sequence of events. RV is, amongst other things, concerned with checking such traces against formal specifications. Other topics include learning specifications from traces, and even trace visualization. RV covers fundamentally any technique that supports analysis of program (or more generally: systems) executions, for test purposes, program understanding, or for detection of specific behavior during deployment of a system, for example as part of a fault protection strategy. RV is typically not concerned with how such executions are obtained, and is for example not concerned with test input generation. RV can be considered as a research focus on dynamic program analysis.

In this series of lectures we shall focus on checking program executions against formal specifications. A variety of formalisms and algorithms have been proposed for this purpose, specifically over the last decade. These include state machines, temporal logics, regular expressions, grammar systems and rule-based systems. A major research challenge is how to conveniently specify and efficiently monitor properties of traces containing data parameterized events. It turns out that data pose a challenge both wrt. formalisms as well as wrt. algorithms used for checking such data rich properties.

We shall present a set of different data-centric formalisms as well as their associated monitoring algorithms, illustrating the state of the art in RV. Some of these logics are designed in order to make monitoring efficient, often at the cost of expressiveness of the logic. Other logics are designed to be expressive, often at the cost of efficiency. We shall explore both ends of the spectrum, and look at some solutions to bridge the conflict between efficiency and expressiveness. We shall specifically study the following runtime verification systems: JavaMOP [9], TraceMatches [1], Ruler [7], TraceContract [6], and QEA [3]. Other systems [4,5] might be discussed as time allows.

Prototype implementations of the various logics will be shown in the Scala programming language [11]. In addition we shall study how programs can be instrumented for runtime verification using aspect oriented programming, specifically using the AspectJ system [2] for Java.
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